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Abstract. This paper gives an overview of the most recent develop-
ments on the VerCors verifier. VerCors is a deductive verifier for con-
current software, written in multiple programming languages, where the
specifications are written in terms of pre-/postcondition contracts us-
ing permission-based separation logic. In essence, VerCors is a program
transformation tool: it translates an annotated program into input for
the Viper framework, which is then used as verification back-end. The
paper discusses the different programming languages and features for
which VerCors provides verification support. It also discusses how the
tool internally has been reorganised to become easily extendible, and to
improve the connection and interaction with Viper. In addition, we also
introduce two tools built on top of VerCors, which support correctness-
preserving transformations of verified programs. Finally, we discuss how
the VerCors verifier has been used on a range of realistic case studies.

1 Introduction

With the ever-growing digitalisation of our society, we depend more and more
on the reliability of the underlying software. To provide guarantees about this
reliability, we need tools that can do a formal analysis directly at the imple-
mentation level of the software. The VerCors verifier [12] contributes to this
goal: it enables the verification of pre-/postcondition contract specifications for
(concurrent) programs, written in a range of different programming languages.

Work on the VerCors verifier started in 2011 [2], focussing initially on the ver-
ification of concurrent Java programs, using permission-based separation logic.
Over time, VerCors has expanded into a verification environment that sup-
ports reasoning about programs in a wide range of different programming lan-
guages. An important design goal of the VerCors verifier was to make a tool
? Work on this project is support by the NWO VICI 639.023.710 Mercedes project
and the NWO TTW 17249 ChEOPS project.
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Fig. 1: Overview of the tool architecture. Tool interface boundaries are indicated
with vertical lines. The circular arrow indicates that AST and error transforma-
tion steps might by applied multiple times. The red X indicates a verification
error, the green checkmark indicates succesful verification.

that (1) would verify a program as is, i.e., without the need to manually sim-
plify the implementation and only requiring additional verification annotations
in comments, and (2) would have a high degree of automation, to make it ac-
cessible to a large group of potential users. Ultimately, VerCors should make
verification available as a part of the build process, similar to type checking.
VerCors is developed as a program transformation tool: it takes as input an
annotated program, and it transforms this in multiple steps into input for the
Viper framework [38], which is an intermediate representation framework for
separation-logic-style specifications. An overview of the architecture is provided
in Figure 1. The transformation is set up in such a way that it is sound but
incomplete: if Viper verifies the program, it is guaranteed that the original pro-
gram satisfies its specification. However, if verification fails the program might
or might not respect its verification annotations.

This paper reports on the recent steps that have been taken to further develop
the VerCors verifier towards its ultimate goals. It describes in particular new
developments on the VerCors verifier since 2017, when the last tool paper on
VerCors was published [12]. Notable developments since then are:

– improved front-end support for programming languages such as Java, C and
OpenCL, described in Section 2.1;

– added front-end support for other programming languages, such as Halide [44],
SystemC [27], LLVM IR [31] and SYCL [58], described in Sections 2.2 and 2.3;

– updated the internals of the tool to improve support for typing and trans-
formation, as well as in the interaction with Viper, described in Section 3;

– a collection of transformation tools built on top of VerCors to step-wise
derive verified, complex implementations, described in Section 4; and

– a wide range of practical case studies to understand how verification can be
used in practice, described in Section 5.

2 New and Improved Language Support

This section describes the progress on programming languages supported by
VerCors. First we describe new features that are provided for languages that
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were already supported by VerCors, namely Java and C/C++, as well as the
improved support to reason about GPU kernels. Next, we describe new languages
for which direct support has been added to VerCors (JavaBIP and SYCL). The
last subsection covers programming languages that are not directly supported
by VerCors, but can be encoded – by VerCors itself, or by an external tool –
into an existing VerCors language: SystemC, LLVM IR and Halide. For these
encodings, we typically transform a program to PVL, which is VerCors’ internal
language. It is similar to Java, supporting classes and methods for example, but
also has additional constructs such as parallel blocks, which we use to prototype
new verification features.

2.1 Improved Existing Language Support

Java: Exceptions. As mentioned above, Java was the first programming language
supported by VerCors. It has support for several non-trivial features of the lan-
guage, such as the import statement, locks (specified using lock invariants),
arrays, instance and static fields.

A missing feature that hindered practical applicability was the support to
reason about exceptions. To improve this, we first added support for exceptional
contracts using signals clauses. Similar to ensures, a signals clause specifies
the postcondition that must hold when an exception of the indicated type is
thrown. In addition, it can also specify properties over the object that is thrown.

Support for exception-related statements and modifiers such as try_catch,
throw and throws is encoded by transforming them in several steps, to keep
the implementation modular. For example, throws modifiers are encoded into
signals clauses, and try_catch and throwing method calls are encoded into
goto’s. After the transformations, the only primitives that remain are goto,
return, requires and ensures. In addition, abrupt termination primitives such
as break and continue are transformed into exceptional statements, such that
they can be handled using the same code that encodes exceptional behaviour.
For more details about the support for exceptions, see [48, 47].

C/C++. Support for basic features of the C and C++ languages works similar to
the verification of those features in Java. In particular, a C/C++ program can
only be verified if it does not have undefined behaviour. However, also C-specific
features had to be covered, such as allocating and freeing memory (malloc and
free), array initialisers, structures, casts between primitive types and implicit
type conversion rules. Furthermore, VerCors now uses the truncated [33] defini-
tion for division and modulo in the C, Java and C++ languages.

GPU kernels: OpenCL/CUDA. VerCors initially supported verifying data race
freedom and functional correctness of GPU kernels using barriers and atomic
operations by manually encoding kernels into PVL (using parallel blocks) [13].
Support for verification directly at the level of the OpenCL [59] or CUDA [35]
program has now been added, by implementing a translation from kernels into
parallel blocks. In addition, support for both dynamic and static local memory
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(called shared memory in CUDA) is added, allowing verification of kernels that
use faster data sharing for threads within the same workgroup. Support for local
and global memory fences for barriers is present for OpenCL, only allowing
redistribution of memory permissions when the appropriate fence is used.

2.2 Newly Supported Frameworks

JavaBIP. VerCors has direct support for JavaBIP [11]. BIP [6] (“Behavior, In-
teraction, Priority”) is a framework for rigorous system design. JavaBIP provides
support for BIP as a Java library. Each JavaBIP class is modelled by a separate
BIP state machine. This connection is made through annotations. The @State
class annotation indicates the possible states, and the @Transition annota-
tion indicates that a method makes a transition. Whenever a transition must
be taken, the JavaBIP runtime engine looks up and executes the corresponding
method. Essentially, the user declaratively specifies the state machine and imple-
ments the transition methods, and JavaBIP provides state machine behaviour.

The BIP methodology assumes that conditions on the behaviours of the
system are encoded by the user in the BIP state machine, e.g. by adding guards to
transitions, and by assuming implicit invariants in the state machine, such as “in
state S, field f is positive”. However, the JavaBIP platform does not provide tool
support to check if an implementation actually guarantees these invariants. To
address this shortcoming, we prototyped verification support for JavaBIP using
VerCors [10]. In the JavaBIP state machine, the user makes implicit invariants
explicit by adding contract annotations on the states and transitions. Guards
and contracts are then verified deductively using VerCors, thus ensuring that
the implementation corresponds to the assumptions for the BIP state machine.

SYCL. SYCL is a high-level programming language that enables the use of
different heterogeneous devices in a single application [58]. It is built in C++

and targets different devices such as CPUs, GPUs and FPGAs. It abstracts
away from the device-specific details (in contrast to e.g. OpenCL for GPUs), by
building on top of existing (lower-level) APIs such as OpenCL, CUDA and HIP.

VerCors provides prototype verification support for a subset of SYCL, fo-
cussing on its basic and nd-range kernels, buffers and data accessors [60]. A con-
tract is specified for the host function and SYCL kernel. VerCors automatically
adds predefined specifications for the various SYCL data types and functions,
and uses the kernel contract to automatically handle the permissions related to
the data transfer and access through SYCL’s buffer and accessor constructs.

2.3 Programming Languages Encoded into VerCors

SystemC. VerCors is able to verify embedded systems at the design stage, as it
supports the hardware/software co-design language SystemC [27]. The VeSUV
tool [57] takes designs written in a widely-used subset of SystemC and encodes
their semantics, as well as the scheduling semantics of SystemC, into PVL. The
user can then add properties to the encoded PVL program and verify them
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normally with VerCors. This approach allows VerCors to verify both local and
global safety properties and to reason about the timing behaviour of the system,
which is typically difficult for deductive verifiers.

LLVM IR. VCLLVM is a prototype tool that adds support for LLVM IR [31] to
VerCors [41, 40]. Building verification support for LLVM IR is part of a larger
project that aims to develop verification support for any programming language
that compiles into LLVM IR. VCLLVM takes as input an annotated LLVM IR
file. It uses the existing LLVM infrastructure to parse and analyse the program.
The program and the annotations are then encoded by VCLLVM into input for
VerCors, and VerCors is used for the verification.

Halide. HaliVer [24] is a tool that adds verification support for Halide [44] and
uses VerCors as its verifier. Halide is a Domain Specific Language designed to
write high-performance image and tensor processing code. Halide decouples the
algorithmic part, which defines what should be computed, from the schedule,
which defines how a computation should be optimised. HaliVer makes it possible
to add and verify annotations that describe the behaviour of Halide programs.
Verification can be done at two levels: (1) front-end verification encodes the
algorithmic part of the Halide program directly into PVL, together with its
annotations, to verify its functional correctness, while (2) back-end verification
transforms the annotations to match the Halide-generated and optimised C code,
which VerCors can then verify. This allows to verify complex optimised code,
without formal verification of the whole Halide compiler. The HaliVer tool is
integrated into the Halide compiler and transforms the annotations similar to
how the compiler transforms the code.

3 VerCors Implementation Changes

In order to improve the user experience for VerCors users, as well as the extend-
ability of the tool, some major updates to its implementation have been made.
We describe the important changes.

Internal Transformation Steps. The effect of VerCors as a program transformer
is achieved by a sequence of approximately eighty rewrite steps. Each step de-
scends into the program tree recursively and rewrites nodes where appropriate.
In earlier versions of VerCors there were several transformations containing over
1000 lines of code each, which made it hard to guarantee that they were cor-
rect rewrites. We reorganised the internal structure of VerCors and split those
large transformations into multiple small rewrites. The smaller steps also help
facilitate abstractions that newly supported languages like SYCL can build on.

Name Resolution Earlier versions of VerCors used text names, which ended up
with a large number of prefixes. If one was missing, it was hard to see which
rewrite caused that. Schemes with de Bruijn-indexed names[17] are thwarted
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by declarations shifting around, and forgetting to account for it. Therefore, we
made the rewriters blind to the declaration names. Instead, direct references
to the referred declaration are stored in the tree. This means that names are
resolved once at the start, and from then on there is nothing to resolve anymore:
the name is a pointer to the declaration itself. When rewriting such a reference
we look up the successor of the referent in a map. The circularity of this approach
is resolved by storing the reference as a lazily evaluated value.

Typing Coercions To ensure that all (intermediate) program trees during parsing
and rewriting are correct, it is imperative that the program is well-typed. This
is arranged by having each node in the tree assert typing constraints on its sub-
nodes using the internal typing rules of VerCors. Moreover, certain rewriters
need to know what typing rules were applied to the current node for it to be
allowed in its current position, for example, if we want to store the sequence
{null, null, null} in a variable of type seq<int[]>. This is achieved by
temporarily storing the typing rule(s) that are applied to a node in the program
tree, as a coercion. In this case, the sequence stores a coercion capturing that
“seq<null_type> can be mapped to seq<int[]>, because null_type can be
coerced to int[]”. As a result, the rewriter for arrays only needs to consider
places with the appropriate coercions.

Triggers. A known challenge in verification are quantifiers, which need instanti-
ation in the proof. In the SMT community, triggers are used to manually provide
hints about potential instantiations [21]. Initially, VerCors automatically gener-
ated triggers for quantifiers. However, for complicated examples it is important
to have explicit control over triggers, to avoid matching loops [8]. Therefore,
while VerCors still generates triggers, VerCors now also allows the user to spec-
ify triggers explicitly.

To enable the use of triggers for parallel block specifications, additional
rewrites may be necessary. For a parallel block, the annotations are given per
thread, and during the verification process these annotations are quantified over
the range of all threads. However, in some cases this results in quantified formulas
containing arithmetic expressions, which are not allowed in triggers. For example
in the case of a flattened multi-dimensional array, we obtain specifications like:
∀ int i, int j; 0 ≤ i < 8 ∧ 0 ≤ j < 10 ∧ j%2 = 0⇒ A[(j ∗ 8) + i] > 0. We would like
to use the following trigger: A[(j ∗ 8) + i]. However, as arithmetic operators are
not allowed in triggers, this trigger cannot be used. To fix this, VerCors can now
automatically rewrite this expression to ∀ int k; 0 ≤ k < 8 ∗ 10 ∧ (k/8)%2 = 0⇒
A[k] > 0. This quantifier now has the following valid trigger: A[k]. This rewrite
is general, and applies for most surjective mappings from variables to values.

Error Reporting. Errors that are reported about input programs are now mod-
elled close to the input language. Earlier the tool reported simply that a formula
is false, or another technical error from the back-end. We extended the rewriters
to indicate how errors reported in Viper [38] should be translated backwards in
correspondence to the changes that occur in that rewriter. In certain cases such
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Fig. 2: Flame graph render of a verification profile

translations can consist of several steps, which have to be merged/combined, as
rewriters build on abstractions within the internal VerCors language. Essentially,
whenever a transformation creates an AST node that might cause a failure in
the output AST, the transformation also has to define how to map the error
back onto the input AST. The end result is that errors at the SMT level can be
translated back to the input source level at the correct location.

Progress and Profiling. While VerCors is verifying a file, it now occasionally
updates the user interface to show the proof goal it is working on. Since verifica-
tion often gets stuck on a specific proof goal, this is helpful in diagnosing where
the program needs further specifications or fixes. Currently this is reported in a
rather technical manner, but we plan to soon adopt a better model, reporting in
terms of the input program. This is inspired by the approach in the WP interface
of Frama-C [7], where proof goals and their status are reported in line with the
input file before the file is verified.

To keep the verify-edit-verify loop manageable, it also helps to be able to
diagnose the verification time as a whole. For this purpose VerCors can now
output a fine-grained profile, which contains timing information that can later
be rendered to e.g. a flame graph as in Figure 2. The tasks in the profile can be
viewed as a tree structure, where a task is nested under its parent task. Tasks
are divided up from global phases, down to the branch conditions under which
a proof goal is verified. The detailed information about proof goals is supported
through the symbolic execution back-end of Viper.

4 Deriving Verified, Optimised Programs

Program verification is a hard and challenging problem, and verifying a program
that has been optimised for performance can be even harder. To alleviate this
problem, we have developed two program correctness-preserving optimisation
tools on top of VerCors: Alpinist and VeyMont.
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Alpinist. Alpinist is an annotation-aware GPU program optimiser [52]. Part
of the GPU program development cycle is to incrementally optimise the GPU
program for performance. These incremental optimisations are performed on the
source level, prior to compilation. Such optimisations can introduce errors. To ad-
dress this problem, Alpinist automatically applies frequently-used GPU program
optimisations, notably loop unrolling, tiling, kernel fusion, iteration merging, ma-
trix linearisation and data prefetching, in an annotation-aware manner, which
means that besides transforming the GPU program itself, it also transforms the
annotations. The provability of the resulting annotated optimised GPU program
is preserved by this transformation. Alpinist works in four different phases: pars-
ing, applicability checking, transformation and output. The strength of Alpinist’s
approach lies in particular in the applicability checking, where different analysis
techniques, including deductive verification can be used to check whether the
optimisation is indeed applicable, before applying it. An example of an applica-
bility check is whether a loop can be safely unrolled a certain number of times
(as specified by the user): Alpinist unrolls a loop n times only if it can prove
that the loop is executed at leastn times.

VeyMont. VeyMont supports the derivation of correct parallel programs from
sequential programs [16]. First, a sequential global program is verified. The se-
quential program has a restricted form, similar to choreographic programs and
session types [36, 26]. A sequential VeyMont program contains endpoints, com-
munication statements between these endpoints, conditional statements, and
loops, where for conditional statements all endpoints must agree on which branch
is taken (“branch unanimity”). There are no local variables, instead all state is
encapsulated by the endpoints. VeyMont can also generate permissions, however,
this assumes a simple ownership structure without sharing.

After the global program is verified, VeyMont transforms it into a concur-
rent program, where an implementation is derived for each endpoint by projec-
tion [16]. For example, if an endpoint is in a receiving position in a communica-
tion statement, the projection will produce code that reads from the receiving
end of the channel. If an endpoint is not involved in a communication, the pro-
jection will produce a no-op. The meta-theory behind VeyMont shows that this
transformed program behaves in the same way as the sequential program [29].
In future work, we want to make VeyMont usable for a larger class of programs,
in particular by providing support for the user to specify permissions, and by
allowing parametrisation of global programs over the number of endpoints.

5 Case Studies

In order to evaluate and improve the usability and applicability of VerCors, we
have developed a number of case studies using VerCors over the last years.
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5.1 Tunnel Control Software Components

In collaboration with the company Technolution3, several Java components of a
tunnel control system were analysed with VerCors. The architecture of the soft-
ware is governed by the Dutch tunnel standard specification (called BSTTI) [45].
First, we investigated the connection between the BSTTI and the implementa-
tion [42]. Next, we looked into a benign but unexplained runtime behaviour of
the control software implementation [37]. Technolution suspected there was a
concurrency bug in the code, but had not yet found a likely explanation.

After analysis and annotating the Java code, two possible explanations were
found, and later confirmed by Technolution. First, there was a mutable internal
data structure, which was accidentally aliased into a reference which was as-
sumed to be immutable. Second, several methods allowed inspection and hence
the leaking of an internal data structure, which was not designed to be thread
safe. The collaboration with Technolution strengthened our ideas about what is
needed for further adoption of verification in industry, as we not only encoun-
tered the problems ourselves, but also were able to confirm these findings with
Technolution. These ideas are: language support has to be improved, code writ-
ten without verification in mind is difficult to verify, and ultimately verification
should be part of the development chain.

5.2 Verification of Red-Black Trees and Their Parallel Merge

Another case study inspired by industrial code, this time from NLnet Labs4, in-
volved the verification of red-black (RB) trees. In the industrial C code, data was
parsed by several threads concurrently, each constructing its own red-black tree.
Afterwards, all those trees are merged in parallel into one. As a first step, Nguyen
in his master thesis [39] implemented an RB tree in Java and verified parts of
its functionality. This was later extended by verifying the delete functionality,
as well as a version of the parallel merging process [4]. It uses a linked-list data
structure to store batches of RB tree nodes, prepared by a producer thread and
queueing for a consumer thread. This case study particularly highlights the use
of two concepts supported by VerCors: (1) The producer-consumer pattern was
proved using ghost variables, i.e. variables that only exist for specification and
verification, and are not part of the executable code. While ghost variables are
not unique to VerCors, the case study provides a useful example how they can
assist in verifying concurrent programs in VerCors. (2) The delete operator was
verified using the separating implication operator (“magic wand”), which is the
separation logic counterpart to the logical implication “⇒” [14, 53]. Many tools
based on separation logic do not support the magic wand, but this case study
shows its usefulness.

3 https://www.technolution.com/
4 https://nlnetlabs.nl/

https://www.technolution.com/
https://nlnetlabs.nl/
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5.3 GPU Case Studies

We developed several verification case studies for GPU code. Notably, we studied
the verification of various prefix sum implementations, which is a frequently used
library function for GPU kernels [51]. After that, we verified two other GPU al-
gorithms (Parallel Stream Compaction and Summed-Area Table) that use prefix
sum, to show how to verify code reusing existing verification results [50]. Initially,
we verified encodings of the algorithms in PVL, but to show practical applica-
bility of our approach, we also verified CUDA versions for most of them [49].
These case studies helped us to improve our GPU support and understand how
these proofs work.

5.4 Student Projects

Several students have done case studies with VerCors. We find these student
projects important, as they show the usability of VerCors for users who are not
involved in the development of VerCors.

Sequential SCC Algorithm. The strongly connected components (SCC) algo-
rithm finds the maximal subsets of nodes in a directed graph, such that every
node in the component can reach any other node in the component, without
leaving the component. It is an important ingredient for many model checking
algorithms, and thus its correctness is essential. We had two student projects on
the verification of a variation of Tarjan’s SCC algorithm [56] in PVL. Hollan-
der [25] provided an overall outline of the correctness proof, which was proven
correct with VerCors, however using some unproven lemmas. Boerman [15] then
followed up on this, and proved two of these remaining lemmas, to complete the
soundness proof of the algorithm. In addition, Boerman identified several bot-
tlenecks that slowed down the proof, and documented how they were resolved.

Distributed Locks. An implementation of a distributed re-entrant lock was veri-
fied to be memory safe and functionally correct by Ledelay [32]. The case study
was provided by the company BetterBe5. To make verification tractable, Ledelay
split up the implementation into four intermediate versions of increasing com-
plexity, adding more aspects of the original code of BetterBe in each layer. The
first layer was based on an earlier verified re-entrant lock [3]. The second layer
added read/write functionality to the lock, and the third layer added an abstrac-
tion for a database. Finally, the fourth phase added a “fail-fast” optimisation,
where a lock can safely skip a database query in certain cases. Layers one and
two were fully verified. Verification of the later layers was not completed due
to time constraints. During verification, the multiple layers of abstraction some-
times made verification slower, or required additional verification annotations in
other places. This was important input to improve the performance of VerCors.

5 https://www.betterbe.com/

https://www.betterbe.com/
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Other Student Projects. Sessink verified (parts of) the implementation of the
ArrayList class of Java’s standard library [54]. This is relevant for verifying real-
life code bases, which often make use of library features. Budde verified Kahn’s
topological sorting algorithm [18]. Like the SCC algorithm above, this is a base
component in more complex procedures, such as task scheduling.

6 Conclusions, Related Work and Future Work

This paper gave an overview of recent work around the VerCors verifier. We
described how we improved the support for programming languages that can be
reasoned about, as well as the internals and verification support of the tool. We
also discussed various case studies, which demonstrate the usability of the tool.

Related Work. There are several other deductive program verifiers for high-level
programs, such as KeY [1], Dafny [34], OpenJML [20] Why3 [23], VeriFast [28],
Frama-C [7], Whiley [43] RESOLVE [55] and the verifiers that are built on top
of Viper, such as Nagini [22], Prusti [5] and Gobra [61]. The main characteristics
that distinguish VerCors from these other tools are its focus on concurrency (only
a few other verifiers, such as VeriFast and the Viper-based Gobra and Nagini,
also support this), and its focus on extendability and support for many different
programming languages and concurrency paradigms. However, we are often in-
spired by verification features and how they are built into other tools. There are
also some tools that focus specifically on the analysis of GPU programs, such as
GPUVerify [9] and Faisal [19]. They tailor their verification support specifically
to GPU programs, whereas VerCors is fully general.

There also is related work on developing verification theories for concurrent
software, such as Iris [30] and TaDa [46]. These form an inspiration for the ver-
ification logic supported by VerCors. However, our approach ultimately focuses
on the applicability of our techniques, rather than covering all edge cases by
developing a fully generic verification technique.

Future Work. Annotation generation is an important aspect of future work.
HaliVer, Alpinist and VeyMont already address this for specific cases, but we
also plan to develop techniques to generate annotations from scratch. Further,
we would like to exploit the generality of VerCors further, to make it easier to
support new programming languages. One future project is to investigate if we
can use support for LLVM IR to develop verifiers for any language that compiles
into LLVM IR. Finally, we continuously work on improving VerCors’ usability.
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